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Coding proficiency is becoming an essential skill for future life sciences graduates. Not only must researchers be able to handle and scrutinise increasingly large datasets, but alternative career paths often list coding as a desirable skill for applicants. With the additional advantage of promoting the development of key skills such as problem solving, critical thinking, and group work, there is an increasing need to expose students to principles of coding in a structured and paced way. Despite this, computational tools are often missing from Life Sciences undergraduate curricula. We suggest the reasons for this are barriers faced by both students and staff, which coalesce into a general fear surrounding the topic. From reservations surrounding the complexity of the topic and time input required, to the increased staffing load, there are several factors which contribute to a lack of coding proficiency in Life Sciences curricula. To overcome these barriers, we propose a scaffolding approach using RStudio for data analysis, that has been successfully implemented to teach basic coding skills to students in their first and second years of Neuroscience and Physiology programmes at University of Bristol (UK). We believe that this approach has been a successful route to lower students’ anxiety around coding and ease them into more complex tasks. In this perspective we will reflect on the current barriers, discuss our experience with overcoming them and consider implementations for future iterations.
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1 Introduction

With the advancement of experimental techniques, big data is becoming increasingly prevalent across the Life Sciences (Juavinett, 2022). In response, there has been widespread development of computational tools to conduct experiments, test hypotheses and to build simulations and models (Pevzner and Shamir, 2009; Markowetz, 2017). However, to benefit from these tools, it is necessary to have at least an elementary knowledge of coding (defined as writing instructions in a format that a computer can understand and act on to complete a task).

It can be argued, therefore, that coding is rapidly becoming an essential employability skill for new Life Sciences graduates entering the workplace (World Economic Forum, 2016, 2023; Brynjolfsson et al., 2019; Juavinett, 2022; QAA, 2023). Notably, jobs that require coding are often associated with higher salaries, with data scientist roles typically boasting starting salaries above the national average both in the US and UK (National Careers Service, n.d.; U.S. Bureau of Labor Statistics, n.d.). For these reasons, we believe some principles of coding (e.g., understanding the structure of a script, using a script to perform analysis, write small and easy piece of code to perform a task) must be successfully integrated into Life Sciences curricula, to provide opportunities for our students to develop the skills necessary to access desirable jobs post-graduation (Glass, 2016).

Employability aside, we have found that coding-based activities promote the development of skills such as analytical and critical thinking, problem solving and creativity (Tuomi et al., 2018; Psycharis and Kallia, 2017; Romero et al., 2017). Creating a setting in which students often enjoy and seek peer support, coding-based activities also promote successful group work and encourage active student–student and student-teacher discussions.

To summarise, we believe that coding content allows students to develop key skills during their degree that will be invaluable for any career they choose to pursue. However, as coding is not a staple of all current curricula, we have attempted to develop a framework around which coding can be effectively embedded within Life Sciences degree programmes in a way that is both accessible and engaging to students, and realistic in terms of the commitment required on behalf of staff. In this article we will discuss some of the existing barriers to teaching coding skills and describe our approach to overcoming them.



2 The challenges of teaching coding

There are, as such, many benefits to coding-based activities for Life Sciences undergraduates but it would be naïve to suggest that the introduction of such activities to the core curriculum is not without its challenges for both students and staff (Figure 1). We have observed that students often have negative preconceptions of coding, anxieties around already challenging courseloads, and inequalities surrounding digital literacy. On the other hand, staff often face a lack of training, and often overburdened workloads in addition to the challenge of identifying relevant sessions into which coding can be integrated.
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FIGURE 1
 Barriers and challenges to teaching coding from a student and staff perspective. The diagram shows the key barriers that we feel both staff and students face when teaching and learning coding. We have found these factors accumulate into a sense of fear around coding, which fuels the lack of coding provision in Life Sciences courses.


To first consider the student-centred challenges, we have found that perception is often the largest issue to overcome. Many of our students approach coding with a sense of foreboding that we do not see in other sessions, such as lab practicals. When asked about their concerns, students have explained that they worry coding will be too hard, or that it will require high-level mathematics. Others think coding is irrelevant to them and simply refuse to engage. These perceptions are further compounded by the second challenge outlined above, that first-year undergraduates tend towards low digital literacy and can struggle with tasks that form the basis of coding, such as the production, use and manipulation of tables in widely used programmes such as Microsoft Excel. Students often require a considerable level of foundation teaching on the use of basic computer commands to be able to tackle coding-based activities. Both challenges are compounded by the fact that many of our students feel overwhelmed by their courseload and often decide to set aside coding to prioritise other subjects.

To overcome these interlinked challenges, we introduced coding in a series of workshops using simple language, accessible software and crucially, in sessions that have direct relevancy to the core curriculum. Using data taken from recently completed practical sessions, these workshops allowed students to see the applicability of coding, only after they have had the time to develop their digital literacy skills to a baseline standard. This approach ensured that students understood the relevancy of the activity being attempted, and that coding-based sessions were not simply viewed as optional “add ons” to their courseload. This, we feel, was key to our approach. While optional modules could offer coding provision to engaged students, many students described above would choose not to engage, leaving them with a problematic hole in their skill set. Optional modules, we suggest, are better placed at third-year level and above, once all students have had the opportunity to learn some principles of coding within the core curriculum, to ensure equal opportunities amongst all students.

However, it would be dishonest to suggest that the approaches described above were not implemented without considerable investment on behalf of the staff teaching on our undergraduate programmes. Initially, staff invested time and effort in appropriate training, which for many is self-led and not always compatible with high academic workloads. While there is little that can be done to circumvent this issue, the provision of in-person or online training modules by institutions, and the time to engage with them would allow staff to develop their coding skills. However, even when appropriately trained, staff must find the time to dedicate to coding within the classroom and the curriculum, which with an already extensive amount of information and skill development to include in the core content, there is often little to no space for educators to expand on coding skills. Identifying opportunities for coding to be inserted into existing sessions is one way we have attempted to overcome this. For example, where data analysis was previously completed on Excel, we have modified the activity so that students must complete the same analysis in RStudio, a coding-based programme. This enabled us to highlight the applications and relevance of coding to the course, without having to design and develop additional sessions.

A final challenge we encountered was that students often require a high level of support to complete coding-centred activities. This creates a high staffing demand or need for smaller classes (with multiple repetitions of the same session), without which, we have found that students’ questions and confusion mount, and very simple issues including not being able to locate and open files can form a barrier to progression, and ultimately, student disengagement. However, such intensive staff support is not always possible, for the reasons outlined above. In these instances, we have successfully employed asynchronous approaches to provide “hands-off” support. For example, providing video tutorials, additional examples and explanation documents that students can refer to during and after the session can free up staff to tackle more complex questions. Additionally, we have introduced AI technology to sessions, so that students can answer their own questions and solve syntax errors, furthering their engagement with the task, as well as their critical thinking and problem-solving skills.



3 Our approach to overcoming these challenges

In line with the above, we designed and implemented a scaffolding approach to integrate coding-based activities into the first- and second-year curricula of our Neuroscience and Psychology undergraduate programmes. While still under development, we have identified methods to overcome many of the challenges outlined above and have received positive feedback from our students accordingly.

We adopted scaffolding theory, wherein student expertise and knowledge are slowly built, and a high level of support is initially provided but then gradually stripped away, leading to independence and autonomy (Gonulal and Loewen, 2018). This approach allowed us to gently introduce students to the basic concepts of coding and to the programming software without overwhelming them. In addition, we have found that scaffolding fosters key skills, including but not limited to, critical thinking, problem solving, and mathematical thinking, as well as encouraging students to engage with content and take responsibility for their learning (Lin et al., 2012; Bakker et al., 2015). Scaffolding is a good choice for teaching coding, as it allows students to perform tasks that they would not normally be able to do without a high level of support, furthering their confidence in their abilities and combatting one of the most striking barriers identified. From our experience, introducing multiple sessions throughout the degree with increasing demands placed on independence, autonomy and level of content, exposed students little and often to elements of coding, to counter the barriers our students face as outlined above (Figure 2). We have found an effective way of doing this is to initially ask students to work through an already-completed script (full scripts available1; Swainson et al., 2024), then in a following session prompt them to start editing some key lines of code and finally, to instruct them to begin inserting their own pieces of code. Building on this, we hope in future to get students to the stage in which they can write their own script from start to finish.
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FIGURE 2
 Example of our scaffolding approach to coding. Diagram showing the structure of workshops that we embedded in the curriculum. Three initial workshops including elements of coding were inserted in year one and two, with tasks set at increasing difficulty based on how much independence, level of content and autonomy was required in the session. ILOs, intended learning outcomes.


There are many programming languages used in the context of Life Sciences, such as MATLAB, Python, SQL and R. We suggest adopting R programming language as it is one of the most popular languages used in biostatistics to compute statistics and graphics, it is open-source and free to use, and it has some easy-to-understand environments (R Foundation, n.d.). In particular, we suggest adopting RStudio, an integrated development environment (IDE) for R, as we have found RStudio to be remarkably user-friendly and therefore less intimidating for students upon first use. To increase accessibility, we recommend using RStudio hosted on Posit Cloud (Posit Software, n.d.), which allows the software to be used online without download. This simplifies things for students, as once projects are set up, they can be saved and accessed from any device. In addition, the use of Posit Cloud means commands are the same across Windows and Mac machines in a way that is not the case on desktop versions, further simplifying matters for staff and students. Another benefit to RStudio is RMarkdown (RStudio, n.d.), which allows for the creation of neat and intuitive documents that alternate between paragraphs of guided explanation, and lines of code, which are directly followed by an output section (Finch et al., 2021; Grayson et al., 2022; see Footnote 1 for complete script files; Swainson et al., 2024). This is in comparison to the basic, unembellished, and often intimidating basic text of many coding software options, making the user experience easier and more relaxed. Once completed, R Markdown can be exported and saved as a revision document in which students can see the code, graphs and analysis generated. We have found that this final format helps to consolidate the statistical and analytical part of the workshop, together with reinforcing the coding elements. This also provides the advantage of highlighting the importance of reproducibility in science to students, and good practice associated with it (Baumer and Udwin, 2015).

To ease student pressure and workload during coding-based activities, we recommend that the intended learning outcomes (ILOs) complement course-specific content, such as investigating data describing recently taught physiological mechanisms. This allows students to review and consolidate previously taught teaching, and removes the initial expectation students may have, of needing to achieve a thorough understanding of coding in a single session. We have observed that by focusing ILOs on the understanding and application of appropriate statistical tests and identification of the best graphical representation of data they have previously collected in experimental sessions, students naturally familiarised themselves with the RStudio environment and basic coding commands without feeling they had to get it right from the first exposure. Once students had a few sessions of working with RStudio, we introduced coding proficiency elements into ILOs and associated assessments. The assessment (multiple choice answer type questions) highlighted that although students mostly get the answers right immediately after the workshop, their performance decreases in the final exam, perhaps highlighting the need for further sessions to maintain students’ coding proficiency. Such sessions need not necessarily take the form of workshops, however, as we have found a complementary lecture and asynchronous resources helpful to provide support and a theoretical understanding of coding, to support students in their learning.

Finally, in line with current conversations in education, we recommend the inclusion of the use of ChatGPT or similar, (OpenAI, n.d.) as an additional source of support during coding-based activities. We want students to be aware of the flaws and limitations of using such technology, but also the opportunities it can offer. To help students in the use of generative AI, we provided an example prompt that they could input into ChatGPT to request an explanation of a specific line of code. ChatGPT has been used in other educational contexts, and it has been shown to be useful in reviewing code and explaining functions, enabling students to appreciate such tools and reinforce the content covered in in-person sessions (Adeshola and Adepoju, 2023; Popovici, 2023; da Silva et al., 2024). There is now a specific R Tutor tool (using GPT 4 model; Orditus, n.d.) available, and although we have not tested it directly it looks to be a promising addition to future iterations of this coding series.



4 Lessons learned

Throughout this process, we have identified several lessons learned and solutions to these. One of the first things that emerged was the importance of including very clear and defined explanations of every single step, including instructions on how to download and import different file formats. Without these, students became quite confused at the very beginning of sessions, and problems with the simple task of setting up their RStudio project often demotivated them to continue engaging with the workshop. Another important thing to consider is that students might be using different software versions and operating systems and therefore alternative instructions need to be included for all possible options. During one of the initial sessions, for example, there were some issues with the Excel data file format leading to Mac users not being able to download the file. This slowed down the progress of some students and discouraged them. An easy solution to overcome this is to use Posit Cloud, as it ensures that the instructions are uniform across all devices.

Additionally, preliminary staff numbers were based on the support previously needed for other workshops and labs, but it became clear very quickly that students require additional support during these sessions. This issue was also identified by students, with most requesting either smaller sessions or more staff members present to support them. Increasing staff numbers was not possible, however, we had success in implementing alternative support for learners during coding sessions, such as asynchronous instructions and video guides. In future, we aim to provide further supporting resources, such as sheets containing most common errors and tips for troubleshooting, a syllabus of key functions, documentation on R, as well as encouraging further use of ChatGPT (or R Tutor).

Three sessions across years one and two were a good starting point to introduce coding, but to enable our students to develop a satisfactory understanding of coding, further sessions will be required. To further embed coding in the curriculum, more staff members need to be on board and given that many do not feel confident on the subject, it is important for universities to provide training for staff on coding and programming skills so that more aspects of coding can be embedded in current teaching. While this is an issue that must be tackled at a faculty or institutional level, the more call for such training by staff, the higher the likelihood of such training being made available.

Encouragingly, after completing the workshops, many students appreciated the use of coding, and some have explored further courses and opportunities (such as third year projects requiring coding) to advance their knowledge, recognising the positive impact this might have on their career. An aspect that they enjoyed was problem solving in groups. Although they found it frustrating when they could not solve an error, especially when a member of staff was not readily available to help, when they did overcome the challenge and produce an output, they found it very rewarding. Certainly, by the end of the sessions most students felt less anxious about approaching coding in the future, a key aim when establishing the coding workshops.



5 Future directions

The scaffolding approach we have described above has been a positive experience overall and an effective direction that we would recommend when teaching coding to students in Life Sciences degrees. However, as mentioned above, there are still some aspects that we feel require further improvements. There are three areas that we wish to alter over future iterations:

i. Find further opportunities to include more sessions throughout the degree and have a consistent use of R in multiple modules.

ii. Produce supporting resources such as interactive videos to practice, sheets to revise key functions and additional examples of code to allow students to facilitate independent learning.

iii. Introduce the use of AI earlier on, to also allow students to expand on their independent learning. However, this should be accompanied by clear guidance on advantages and pitfalls of tools such as ChatGPT, as well as institutional policies on the use of AI.

We hope that by expanding on these areas, students will reach their final year with greater confidence in coding and able to access further career opportunities. Of course, there will always be students that struggle and will choose not to engage with coding. We therefore need to be mindful about how to engage these students, and ensure they are not left behind. So far, however, with the current approach, most students have identified positive aspects of coding and have largely overcome their fear of the subject. With additional support and opportunities for practice, alongside training and support to empower staff to teach coding, we expect even more students will engage with and embrace the benefits coding skills can bring to a degree and career in the Life Sciences.
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